HW Training Logistic Regression via Stochastic Gradient Ascent

The goal of this assignment is to implement a logistic regression classifier using stochastic gradient ascent. You will:

* Extract features from Amazon product reviews.
* Convert an SFrame into a NumPy array.
* Write a function to compute the derivative of log likelihood function (with L2 penalty) with respect to a single coefficient.
* Implement stochastic gradient ascent with L2 penalty
* Compare convergence of stochastic gradient ascent with that of batch gradient ascent

If you are doing the assignment with IPython Notebook

An IPython Notebook has been provided below to you for this assignment. This notebook contains the instructions, quiz questions and partially-completed code for you to use as well as some cells to test your code.

**Make sure that you are using the latest version of GraphLab Create.**

What you need to download

If you are using GraphLab Create:

* Download the Amazon product review dataset (subset) in SFrame format. Notice the subset suffix:

[amazon\_baby\_subset.gl.zip](https://d18ky98rnyall9.cloudfront.net/_35bdebdff61378878ea2247780005e52_amazon_baby_subset.gl.zip?Expires=1548460800&Signature=esGTgFPbTj0uG09SNTy63U7OOjupSN4~m-4CmOu-WhJh8YSscAsaUbkzcGBbrt4aDR32mmIWymkxfs1JPFFc1KrJdz6OTER6kF02lS2q63ivs2xLrwn1l1lYIpm1SF7qhyZ-vzcME9JQxKaClbhX3pxxZQwh1ToIdNR~seTXTCA_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

* Download the companion IPython notebook:

[module-10-online-learning-assignment-blank.ipynb.zip](https://d18ky98rnyall9.cloudfront.net/_35bdebdff61378878ea2247780005e52_module-10-online-learning-assignment-blank.ipynb.zip?Expires=1548460800&Signature=Dyt7BfhHG4DiVW5zY~XJ9FebTDWazlFznskm4V3YzWLO7SJt38EhfLfxcL1LM9ICfl-a-0IfTYq9lvGPzX-51JBKfy9cOSsmjOiCqFEb3EiP323UZL0NuEgwu7Or2Dg1ZgF3aVt9WovEe-MgMQocpMboWf6~XoV5vqEZn6vAXiA_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

* Download the list of 193 significant words:

[important\_words.json.zip](https://d18ky98rnyall9.cloudfront.net/_35bdebdff61378878ea2247780005e52_important_words.json.zip?Expires=1548460800&Signature=KhRLuQiuw3qR04fbgrdVuBRixVU61yT7YeKE-lq0KHhvSaCzlIdsZP~6eWhkMTl3H7hIAsjMtGCGlOMsdlH9~fFE9JUzhdLwan6Ca17CK63dmWKlip0TunMd7k~HMBJC-oV~4-4jjkmFo-HCwwdbwwt-QzbYAQbOoTuwhxyFLSQ_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

* If you are using Amazon EC2, download the binary files for NumPy arrays from the link below. See the companion notebook for the instructions.

[module-10-assignment-numpy-arrays.npz.zip](https://d18ky98rnyall9.cloudfront.net/_8479956485cc712e5bc8b5c71474c0a6_module-10-assignment-numpy-arrays.npz.zip?Expires=1548460800&Signature=NqI9ggARjwOf33MVQCUI41czyzryFotlQCjtVlSRHmlacUQanstzaZIx8rH9ABGUOEYQBv0mv4ehqroYSKLo8JMcj0FybkBLfYKpNMT2e7Fjg0QrsOPSid-jVFvTcewxYqOEaukv4SI4fdGF9VKiS-KFXF51YlisBJ7uyhNk-Nc_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

* Save both of these files in the same directory (where you are calling IPython notebook from) and unzip the data file.

If you are not using GraphLab Create:

* If you are using SFrame, download the the Amazon product review dataset (subset) in SFrame format:

[amazon\_baby\_subset.gl.zip](https://d18ky98rnyall9.cloudfront.net/_35bdebdff61378878ea2247780005e52_amazon_baby_subset.gl.zip?Expires=1548460800&Signature=esGTgFPbTj0uG09SNTy63U7OOjupSN4~m-4CmOu-WhJh8YSscAsaUbkzcGBbrt4aDR32mmIWymkxfs1JPFFc1KrJdz6OTER6kF02lS2q63ivs2xLrwn1l1lYIpm1SF7qhyZ-vzcME9JQxKaClbhX3pxxZQwh1ToIdNR~seTXTCA_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

* If you are using a different package, download the Amazon product review dataset (subset) in CSV format:

[amazon\_baby\_subset.csv.zip](https://d18ky98rnyall9.cloudfront.net/_559847710f6045b9f5668d6635969ff4_amazon_baby_subset.csv.zip?Expires=1548460800&Signature=BeEBnajIuBWJl~FjsfnT0vFcumDsgBvcdIcJtGUXVzD3uy0byz6xeXvZV9X9VgW-CHfhNfn3Nm-VO6-eb-7tuvxf1PUSFqRf~0Ai3IFhAbyAaSv96k7GDqGKM4SNpHk-JusOtGaK1yp6pThjh2OaKiV8nhulfbK-Se0U88eZcrQ_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

* Download the list of 193 significant words:

[important\_words.json.zip](https://d18ky98rnyall9.cloudfront.net/_35bdebdff61378878ea2247780005e52_important_words.json.zip?Expires=1548460800&Signature=KhRLuQiuw3qR04fbgrdVuBRixVU61yT7YeKE-lq0KHhvSaCzlIdsZP~6eWhkMTl3H7hIAsjMtGCGlOMsdlH9~fFE9JUzhdLwan6Ca17CK63dmWKlip0TunMd7k~HMBJC-oV~4-4jjkmFo-HCwwdbwwt-QzbYAQbOoTuwhxyFLSQ_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

If you are using GraphLab Create and the companion IPython Notebook

Open the companion IPython notebook and follow the instructions in the notebook.

If you are using other tools

This section is designed for people using tools other than GraphLab Create. **You will not need any machine learning packages** since we will be implementing decision trees from scratch. **We highly suggest you use** [**SFrame**](https://github.com/turi-code/SFrame) **since it is open source.** In this part of the assignment, we describe general instructions, however we will tailor the instructions for SFrame.

* If you choose to use SFrame, you should be able to follow the instructions in the next section and complete the assessment. **All code samples given here will be applicable to SFrame**.
* You are free to experiment with any tool of your choice, but **some many not produce correct numbers for the quiz questions.**

If you are using [SFrame](https://github.com/turi-code/SFrame)

Make sure to download the companion IPython notebook:

[module-10-online-learning-assignment-blank.ipynb.zip](https://d18ky98rnyall9.cloudfront.net/_35bdebdff61378878ea2247780005e52_module-10-online-learning-assignment-blank.ipynb.zip?Expires=1548460800&Signature=Dyt7BfhHG4DiVW5zY~XJ9FebTDWazlFznskm4V3YzWLO7SJt38EhfLfxcL1LM9ICfl-a-0IfTYq9lvGPzX-51JBKfy9cOSsmjOiCqFEb3EiP323UZL0NuEgwu7Or2Dg1ZgF3aVt9WovEe-MgMQocpMboWf6~XoV5vqEZn6vAXiA_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

You will be able to follow along exactly **if you replace the first two lines of code with these two lines:**

\_\_

1

2

import sframe

products = sframe.SFrame('amazon\_baby\_subset.gl/')

XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX

After running this, **you can follow the rest of the IPython notebook and disregard the rest of this reading.**

**Note:** To install SFrame (without installing GraphLab Create), run

\_\_

1

pip install sframe

XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX

If you are NOT using SFrame

Load and process review dataset

**1.** For this assignment, we will use the same subset of the Amazon product review dataset that we used in Module 3 assignment. The subset was chosen to contain similar numbers of positive and negative reviews, as the original dataset consisted of mostly positive reviews. Load the data file into a data frame **products**.

Apply text cleaning on the review data

**2.** In this section, we will perform some simple feature cleaning using data frames. The last assignment used all words in building bag-of-words features, but here we limit ourselves to 193 words (for simplicity). We compiled a list of 193 most frequent words into the JSON file named **important\_words.json**. Load the words into a list **important\_words**.

**3.** Let us perform 2 simple data transformations:

* Remove punctuation
* Compute word counts (only for **important\_words**)

We start with the first item as follows:

* If your tool supports it, fill n/a values in the review column with empty strings. The n/a values indicate empty reviews. For instance, Pandas's the fillna() method lets you replace all N/A's in the review columns as follows:

\_\_

1

products = products.fillna({'review':''}) # fill in N/A's in the review column

XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX

* Write a function **remove\_punctuation** that takes a line of text and removes all punctuation from that text. The function should be analogous to the following Python code:

\_\_

1

2

3

def remove\_punctuation(text):

import string

return text.translate(None, string.punctuation)

XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX

* Apply the **remove\_punctuation** function on every element of the **review** column and assign the result to the new column **review\_clean**. **Note.** Many data frame packages support **apply** operation for this type of task. Consult appropriate manuals.

**4.** Now we proceed with the second item. For each word in **important\_words**, we compute a count for the number of times the word occurs in the review. We will store this count in a separate column (one for each word). The result of this feature processing is a single column for each word in **important\_words** which keeps a count of the number of times the respective word occurs in the review text.

**Note:** There are several ways of doing this. One way is to create an anonymous function that counts the occurrence of a particular word and apply it to every element in the **review\_clean** column. Repeat this step for every word in **important\_words**. Your code should be analogous to the following:

\_\_

1

2

for word in important\_words:

products[word] = products['review\_clean'].apply(lambda s : s.split().count

      (word))

XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX

**5.** After #4 and #5, the data frame **products** should contain one column for each of the 193 **important\_words**. As an example, the column **perfect** contains a count of the number of times the word **perfect** occurs in each of the reviews.

Split data into training and validation sets

**6.** We will now split the data into a 90-10 split where 90% is in the training set and 10% is in the validation set. We use seed=1 so that everyone gets the same result.

\_\_

1

train\_data, validation\_data = products.random\_split(.9, seed=1)

XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX

**If you are not using SFrame, download the list of indices for the training and validation sets:**

[module-10-assignment-train-idx.json.zip](https://d18ky98rnyall9.cloudfront.net/_1ccb9ec834e6f4b9afb46f4f5ab56402_module-10-assignment-train-idx.json.zip?Expires=1548460800&Signature=TwFFNfakPkUyfMcU3KU74yIGkMO-9sNyv3VBGMNwus9ZiHDDZFAjMj3JK7B3K5W3VVcpokVCdrjAUMsWLf8Th0hFy6VDSJA9vXn6TXZg~CoLP6uYcCFDfkBgcb8DCsY2-osUokCLZxOmw0lICKC1pus~MzUwmIHbjI4bEgB7HFE_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

[module-10-assignment-validation-idx.json.zip](https://d18ky98rnyall9.cloudfront.net/_1ccb9ec834e6f4b9afb46f4f5ab56402_module-10-assignment-validation-idx.json.zip?Expires=1548460800&Signature=IRrDejNprb1nexRsAKGK51mAZjJo14V9MT5yMpgAtpjwdrcbxMcm88ELHSfrpxwGMXaORvlVYn6ZoCBsb33vt3ITUYcDqKlKUAXVXzhVZvLVCcuY1~XQvFdjgDo-2GWKianqGIWFczttnWoKP8efrNQd4y920B5osHJ69rpI2AE_&Key-Pair-Id=APKAJLTNE6QMUY6HBC5A)

IMPORTANT: If you are using a programming language with 1-based indexing (e.g. R, Matlab), make sure to increment all indices by 1.

Call the training and validation sets **train\_data** and **validation\_data**, respectively.

**7.** Convert **train\_data** and **validation\_data** into multi-dimensional arrays.

Using the function given in #8 of [Module 3 assignment](https://eventing.coursera.org/api/redirectStrict/E38j1Z4NWHqt9fzA36gt0zbyIKfpuhRDIEXsevDwGYUMYtz6poHB7C-Z95kNsJCZTvD6GXH7DeW9m2376y_44w.gvJKT60Iz6A0LFj6I4GUpQ.7wslcVoqL0zp5mbHRpE64pZRwFrOD7zvHLZQ5BoGRircF9VsjgeDrL9Zv23b4pN9owrxobhHrLPIykU4f4h0KP7jdJvxGTKNnLJT9WZ5X6T8JBSUD7NrN6EGC9TgV8MZWPfbs7nzkrCc7SOz2w7Sv2aaAY81UVSNtXA1PM9B3BFSxm87JAKB-vryL-c3LZZBvuO0-j2qT7E3LgaLnbmx0t0M00B-gE7TLJU9-ADDxHclQZIOPtghwCvpPjqrP5wVvbQSIGbbrYI3C4OmEQH3OXqIkkM1luMqy_VqwL8KuSzhzd0uwufgt2rPQ1h8oqGAxyFljyqxc3I0qnqwHXbPHWWvEnUzUk-iqotJBl0JPc2zHaBBElYtmorLgOQosZt9lwvhjuB80XEEdW5v199l1CxozADh9hA_Vumvt6gxcw1GOXGHNUakh59XO_RQdWfdvcuDD_lnMtBi8NbP_IAZ429r-UVB2u-3dxIy-s89wzZzvtsd21c94nM523Ud44BD), extract two arrays **feature\_matrix\_train** and **sentiment\_train** from **train\_data**. The 2D array **feature\_matrix\_train** would contain the content of the columns given by the list **important\_words**. The 1D array **sentiment\_train** would contain the content of the column **sentiment**. Do the same for **validation\_data**, producing the arrays **feature\_matrix\_valid** and **sentiment\_valid**. The code should be analogous to this cell:

\_\_

1

2

feature\_matrix\_train, sentiment\_train = get\_numpy\_data(train\_data,

  important\_words, 'sentiment')

feature\_matrix\_valid, sentiment\_valid = get\_numpy\_data(validation\_data,

  important\_words, 'sentiment')

XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX

**Quiz question**: In Module 3 assignment, there were 194 features (an intercept + one feature for each of the 193 important words). In this assignment, we will use stochastic gradient ascent to train the classifier using logistic regression. How does the changing the solver to stochastic gradient ascent affect the number of features?

Building on logistic regression

**8.** Let us now build on Module 3 assignment. Recall from lecture that the link function for logistic regression can be defined as:
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We will use the **same code** as in Module 3 assignment to make probability predictions, since this part is not affected by using stochastic gradient ascent as a solver. Only the way in which the coefficients are learned is affected by using stochastic gradient ascent as a solver. Refer to #10 of [Module 3 assignment](https://www.coursera.org/learn/ml-classification/supplement/zU6HO/implementing-logistic-regression-from-scratch) in order to obtain the function **predict\_probability**.

Derivative of log likelihood with respect to a single coefficient

**9.** Let us now work on making minor changes to how the derivative computation is performed for logistic regression.

Recall from the lectures and Module 3 assignment that for logistic regression, **the derivative of log likelihood with respect to a single coefficient** is as follows:
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\displaystyle \frac{\partial\ell}{\partial w\_j} = \sum\_{i=1}^N h\_j(\mathbf{x}\_i)\left(\mathbf{1}[y\_i = +1] - P(y\_i = +1 | \mathbf{x}\_i, \mathbf{w})\right)
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Recall that, in the Module 3 assignment, we wrote the function **feature\_derivative** to compute the derivative of log likelihood with respect to a single coefficient
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. Refer to #11 of [Module 3 assignment](https://www.coursera.org/learn/ml-classification/supplement/zU6HO/implementing-logistic-regression-from-scratch) to obtain the function **feature\_derivative**.

**Note**. We are not using regularization in this assignment, but, as discussed in the optional video, stochastic gradient can also be used for regularized logistic regression.

**10.** To verify the correctness of the gradient computation, we provide a function for computing average log likelihood (which we recall from the last assignment was a topic detailed in an advanced optional video, and used here for its numerical stability).

To track the performance of stochastic gradient ascent, write yourself a function to compute **average log likelihood**. The average log likelihood is given by the formula
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Call this function **compute\_avg\_log\_likelihood**. It should be analogous to the following Python function:

\_\_

1

2

3

4

5

6

7

8

9

10

11

12

13

def compute\_avg\_log\_likelihood(feature\_matrix, sentiment, coefficients):

indicator = (sentiment==+1)

scores = np.dot(feature\_matrix, coefficients)

logexp = np.log(1. + np.exp(-scores))

# Simple check to prevent overflow

mask = np.isinf(logexp)

logexp[mask] = -scores[mask]

lp = np.sum((indicator-1)\*scores - logexp)/len(feature\_matrix)

return lp

XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX

**Note.** We made one tiny modification to the log likelihood function (called **compute\_log\_likelihood**) in our earlier assignments. We added a 1/N term which averages the log likelihood accross all data points. The 1/N term makes it easier for us to compare stochastic gradient ascent with batch gradient ascent. We will use this function to generate plots that are similar to those you saw in the lecture.

**Quiz question:** Recall from the lecture and the earlier assignment, the log likelihood (without the averaging term) is given by
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Modifying the derivative for stochastic gradient ascent

**11.** Recall from the lecture that the gradient for a single data point x\_i can be computed using the following formula:
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\displaystyle \frac{\partial\ell\_{\color{red}{i}}(\mathbf{w})}{\partial w\_j} = h\_j(\color{red}{\mathbf{x}\_i})\left(\mathbf{1}[y\_\color{red}{i} = +1] - P(y\_\color{red}{i} = +1 | \color{red}{\mathbf{x}\_i}, \mathbf{w})\right)
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| ∂*w*   |  |  |  | | --- | --- | --- | | *j* | |  | |  |  | |   ∂ℓ   |  |  |  | | --- | --- | --- | | *i* | |  | |  |  | |   (**w**) |  |
|  |  |

=*h*

|  |  |  |
| --- | --- | --- |
| *j* | |  |
|  |  | |

(**x**

|  |  |  |
| --- | --- | --- |
| *i* | |  |
|  |  | |

)(**1**[*y*

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| *i*=+1]−*P*(*y*   |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | | *i*=+1∣**x**   |  |  |  | | --- | --- | --- | | *i* | |  | |  |  | |   ,**w**) |  | |  |  | | |
|  |  | |

)

**Computing the gradient for a single data point**

Do we really need to re-write all our code to modify

∂

ℓ

(

w

)

/

∂

w

j

\partial\ell(\mathbf{w})/\partial w\_j

∂ℓ(**w**)/∂*w*

|  |  |  |
| --- | --- | --- |
| *j* | |  |
|  |  | |

to

∂

ℓ

i

(

w

)

/

∂

w

j

\partial\ell\_{\color{red}{i}}(\mathbf{w})/{\partial w\_j}

∂ℓ

|  |  |  |
| --- | --- | --- |
| *i* | |  |
|  |  | |

(**w**)/∂*w*

|  |  |  |
| --- | --- | --- |
| *j* | |  |
|  |  | |

?

Thankfully **No!** We access

x

i

\mathbf{x}\_i

**x**

|  |  |  |
| --- | --- | --- |
| *i* | |  |
|  |  | |

in the training data using **feature\_matrix\_train[i:i+1,:]**. Similarly, we access

y

i

y\_i

*y*

|  |  |  |
| --- | --- | --- |
| *i* | |  |
|  |  | |

in the training data using **sentiment\_train**[i:i+1]. We can compute

∂

ℓ

i

(

w

)

/

∂

w

j

\partial\ell\_{\color{red}{i}}(\mathbf{w})/\partial w\_j

∂ℓ

|  |  |  |
| --- | --- | --- |
| *i* | |  |
|  |  | |

(**w**)/∂*w*

|  |  |  |
| --- | --- | --- |
| *j* | |  |
|  |  | |

by re-using all the code written in **feature\_derivative** and **predict\_probability**.

Carry out the following steps:

* First, compute P ( y i  = + 1 ∣ x i  , w  )  P(y\_i = +1 | \mathbf{x}\_i, \mathbf{w})  *P*(*y*

|  |  |  |
| --- | --- | --- |
| * *i* | |  |
|  |  | |

* =+1∣**x**

|  |  |  |
| --- | --- | --- |
| * *i* | |  |
|  |  | |

* ,**w**)$ using the **predict\_probability** function with **feature\_matrix\_train**[i:i+1,:] as the first parameter.
* Next, compute the indicator value 1  [ y i  = + 1 ]  \mathbf{1}[y\_i = +1]  **1**[*y*

|  |  |  |
| --- | --- | --- |
| * *i* | |  |
|  |  | |

* =+1] using **sentiment\_train**[i:i+1].
* Finally, call the **feature\_derivative** function with **feature\_matrix\_train**[i:i+1,j] as one of the parameters.

The following Python cell carries out the steps for j=1 and i=10. (Try this in your own tool.)

\_\_

1

2

3

4

5

6

7

8

9

10

11

j = 1 # Feature number

i = 10 # Data point number

coefficients = np.zeros(194) # A point w at which we are computing the gradient.

predictions = predict\_probability(feature\_matrix\_train[i:i+1,:], coefficients)

indicator = (sentiment\_train[i:i+1]==+1)

errors = indicator - predictions

gradient\_single\_data\_point = feature\_derivative(errors, feature\_matrix\_train[i:i

  +1,j])

print "Gradient single data point: %s" % gradient\_single\_data\_point

print " --> Should print 0.0"

XXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX

**Quiz Question:** The code block above computed the derivative

The code block above computed the derivative

∂

ℓ

i

(

w

)

/

∂

w

j

\partial\ell\_{\color{red}{i}}(\mathbf{w})/{\partial w\_j}

∂ℓ

|  |  |  |
| --- | --- | --- |
| *i* | |  |
|  |  | |

(**w**)/∂*w*

|  |  |  |
| --- | --- | --- |
| *j* | |  |
|  |  | |

for j = 1 and i = 10. Is

∂

ℓ

i

(

w

)

/

∂

w

j

\partial\ell\_{\color{red}{i}}(\mathbf{w})/{\partial w\_j}

∂ℓ

|  |  |  |
| --- | --- | --- |
| *i* | |  |
|  |  | |

(**w**)/∂*w*

|  |  |  |
| --- | --- | --- |
| *j* | |  |
|  |  | |

a scalar or a 194-dimensional vector?

Modifying the derivative for using a batch of data points

**12.** Stochastic gradient estimates the ascent direction using 1 data point, while gradient uses N data points to decide how to update the the parameters. In an optional video, we discussed the details of a simple change that allows us to use a **mini-batch** of B<=N data points to estimate the ascent direction. This simple approach is faster than regular gradient but less noisy than stochastic gradient that uses only 1 data point. Although we encorage you to watch the optional video on the topic to better understand why mini-batches help stochastic gradient, in this assignment, we will simply use this technique, since the approach is very simple and will improve your results.

Given a mini-batch (or a set of data points)

x

i

,

x

i

+

1

…

x

i

+

B

\mathbf{x}\_{i}, \mathbf{x}\_{i+1} \ldots \mathbf{x}\_{i+B}

**x**

|  |  |  |
| --- | --- | --- |
| *i* | |  |
|  |  | |

,**x**

|  |  |  |
| --- | --- | --- |
| *i*+1 | |  |
|  |  | |

…**x**

|  |  |  |
| --- | --- | --- |
| *i*+*B* | |  |
|  |  | |

, the gradient function for this mini-batch of data points is given by:

∑

s

=

i

i

+

B

∂

ℓ

s

∂

w

j

=

∑

s

=

i

i

+

B

h

j

(

x

s

)

(

1

[

y

s

=

+

1

]

−

P

(

y

s

=

+

1

∣

x

s

,
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)

\displaystyle \color{red}{\sum\_{s = i}^{i+B}} \frac{\partial\ell\_{s}}{\partial w\_j} = \color{red}{\sum\_{s = i}^{i + B}} h\_j(\mathbf{x}\_s)\left(\mathbf{1}[y\_s = +1] - P(y\_s = +1 | \mathbf{x}\_s, \mathbf{w})\right)

|  |  |  |
| --- | --- | --- |
| *s*=*i*  ∑  *i*+*B* | |  |
|  |  | |
| ∂*w*   |  |  |  | | --- | --- | --- | | *j* | |  | |  |  | |   ∂ℓ   |  |  |  | | --- | --- | --- | | *s* | |  | |  |  | | | |
|  |  | |

=

|  |  |  |
| --- | --- | --- |
| *s*=*i*  ∑  *i*+*B* | |  |
|  |  | |

*h*

|  |  |  |
| --- | --- | --- |
| *j* | |  |
|  |  | |

(**x**

|  |  |  |
| --- | --- | --- |
| *s* | |  |
|  |  | |

)(**1**[*y*

|  |  |  |
| --- | --- | --- |
| *s* | |  |
|  |  | |

=+1]−*P*(*y*

|  |  |  |
| --- | --- | --- |
| *s* | |  |
|  |  | |

=+1∣**x**

|  |  |  |
| --- | --- | --- |
| *s* | |  |
|  |  | |

,**w**))

**Computing the gradient for a "mini-batch" of data points**

We access the points

x

i

,

x

i

+

1

…

x

i

+

B

\mathbf{x}\_i, \mathbf{x}\_{i+1} \ldots \mathbf{x}\_{i+B}

**x**

|  |  |  |
| --- | --- | --- |
| *i* | |  |
|  |  | |

,**x**

|  |  |  |
| --- | --- | --- |
| *i*+1 | |  |
|  |  | |

…**x**

|  |  |  |
| --- | --- | --- |
| *i*+*B* | |  |
|  |  | |

in the training data using **feature\_matrix\_train[i:i+B,:]** and y\_i in the training data using **sentiment\_train[i:i+B]**.

Write come code to compute
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ℓ

s

∂
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j

\displaystyle \color{red}{\sum\_{s = i}^{i+B}} \frac{\partial\ell\_{s}}{\partial w\_j}

|  |  |  |
| --- | --- | --- |
| *s*=*i*  ∑  *i*+*B* | |  |
|  |  | |
| ∂*w*   |  |  |  | | --- | --- | --- | | *j* | |  | |  |  | |   ∂ℓ   |  |  |  | | --- | --- | --- | | *s* | |  | |  |  | | | |
|  |  | |

for i = 10, j = 1, and B = 10.

Your code should be equivalent to the following Python cell:

\_\_

1

2

3

4

5

6

7

8

9

10

11

12

j = 1 # Feature number

i = 10 # Data point start

B = 10 # Mini-batch size

coefficients = np.zeros(194) # A point w at which we are computing the gradient.

predictions = predict\_probability(feature\_matrix\_train[i:i+B,:], coefficients)

indicator = (sentiment\_train[i:i+B]==+1)

errors = indicator - predictions

gradient\_mini\_batch = feature\_derivative(errors, feature\_matrix\_train[i:i+B,j])

print "Gradient mini-batch data points: %s" % gradient\_mini\_batch

print " --> Should print 1.0"
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**Quiz Question:** The code block above computed
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)
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w

j

\displaystyle \color{red}{\sum\_{s = i}^{i+B}}\frac{\partial\ell\_{s}(\mathbf{w})}{\partial w\_j}

|  |  |  |
| --- | --- | --- |
| *s*=*i*  ∑  *i*+*B* | |  |
|  |  | |
| ∂*w*   |  |  |  | | --- | --- | --- | | *j* | |  | |  |  | |   ∂ℓ   |  |  |  | | --- | --- | --- | | *s* | |  | |  |  | |   (**w**) |  | |
|  |  | |

for j = 10, i = 10, and B = 10. Is this a scalar or a 194-dimensional vector?

**Quiz Question:** For what value of B is the term
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)

∂

w

j

\displaystyle \color{red}{\sum\_{s = 1}^{B}}\frac{\partial\ell\_{s}(\mathbf{w})}{\partial w\_j}

|  |  |  |
| --- | --- | --- |
| *s*=1  ∑  *B* | |  |
|  |  | |
| ∂*w*   |  |  |  | | --- | --- | --- | | *j* | |  | |  |  | |   ∂ℓ   |  |  |  | | --- | --- | --- | | *s* | |  | |  |  | |   (**w**) |  | |
|  |  | |

the same as the full gradient
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w

)
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w
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\dfrac{\partial\ell(\mathbf{w})}{\partial w\_j}

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| ∂*w*   |  |  |  | | --- | --- | --- | | *j* | |  | |  |  | |   ∂ℓ(**w**) |  |
|  |  |

?

Averaging the gradient across a batch

**13.** It is a common practice to normalize the gradient update rule by the batch size B:
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\displaystyle \frac{\partial\ell\_{\color{red}{A}}(\mathbf{w})}{\partial w\_j} \approx \color{red}{\frac{1}{B}} {\sum\_{s = i}^{i + B}} h\_j(\mathbf{x}\_s)\left(\mathbf{1}[y\_s = +1] - P(y\_s = +1 | \mathbf{x}\_s, \mathbf{w})\right)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ∂*w*   |  |  |  | | --- | --- | --- | | *j* | |  | |  |  | |   ∂ℓ   |  |  |  | | --- | --- | --- | | *A* | |  | |  |  | |   (**w**) |  |
|  |  |

≈

|  |  |  |
| --- | --- | --- |
| *B*  1 | |  |
|  |  | |
| *s*=*i*  ∑  *i*+*B* | |  |
|  |  | |

*h*

|  |  |  |
| --- | --- | --- |
| *j* | |  |
|  |  | |

(**x**

|  |  |  |
| --- | --- | --- |
| *s* | |  |
|  |  | |

)(**1**[*y*

|  |  |  |
| --- | --- | --- |
| *s* | |  |
|  |  | |

=+1]−*P*(*y*

|  |  |  |
| --- | --- | --- |
| *s* | |  |
|  |  | |

=+1∣**x**

|  |  |  |
| --- | --- | --- |
| *s* | |  |
|  |  | |

,**w**))

In other words, we update the coefficients using the **average gradient over data points** (instead of using a summation). By using the average gradient, we ensure that the magnitude of the gradient is approximately the same for all batch sizes. This way, we can more easily compare various batch sizes of stochastic gradient ascent (including a batch size of **all the data points**), and study the effect of batch size on the algorithm as well as the choice of step size.

Implementing stochastic gradient ascent

**14.** Now we are ready to implement our own logistic regression with stochastic gradient ascent. The function **logistic\_regression\_SG** should accept the following parameters:

* **feature\_matrix**: 2D array of features
* **sentiment**: 1D array of class labels
* **initial\_coefficients**: 1D array containing initial values of coefficients
* **step\_size**: a parameter controlling the size of the gradient steps
* **batch\_size**: size of mini-batch
* **max\_iter**: number of iterations to run stochastic gradient ascent

The function should return the final set of coefficients, along with the list of log likelihood values over time. (In practice, the final set of coefficients is rarely used; it is better to use the average of the last K sets of coefficients instead, where K should be adjusted depending on how fast the log likelihood oscillates around the optimum.)

The function **logistic\_regression\_SG** carries out the steps shown in the following pseudocode:

\_\_

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

17

18

19

20

21

22

23

24

\* Create an empty list called log\_likelihood\_all

\* Initialize coefficients to initial\_coefficients

\* Set random seed = 1

\* Shuffle the data before starting the loop below

\* Set i = 0, the index of current batch

\* Run the following steps max\_iter times, performing linear scans over the data:

\* Predict P(y\_i = +1|x\_i,w) using your predict\_probability() function

Make sure to slice the i-th row of feature\_matrix with [i:i+batch\_size,:]

\* Compute indicator value for (y\_i = +1)

Make sure to slice the i-th entry with [i:i+batch\_size]

\* Compute the errors as (indicator - predictions)

\* For each coefficients[j]:

- Compute the derivative for coefficients[j] and save it to derivative.

Make sure to slice the i-th row of feature\_matrix with [i:i+batch\_size,j]

- Compute the product of the step size, the derivative, and (1./batch\_size).

- Increment coefficients[j] by the product just computed.

\* Compute the average log likelihood over the current batch.

Add this value to the list log\_likelihood\_all.

\* Increment i by batch\_size, indicating the progress made so far on the data.

\* Check whether we made a complete pass over data by checking

whether (i+batch\_size) exceeds the data size. If so, shuffle the data. If

      not, do nothing.

\* Return the final set of coefficients, along with the list log\_likelihood\_all.
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At the end of the day, your **logistic\_regression\_SG** function should be analogous to this Python function:

\_\_
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def logistic\_regression\_SG(feature\_matrix, sentiment, initial\_coefficients,

  step\_size, batch\_size, max\_iter):

log\_likelihood\_all = []

# make sure it's a numpy array

coefficients = np.array(initial\_coefficients)

# set seed=1 to produce consistent results

np.random.seed(seed=1)

# Shuffle the data before starting

permutation = np.random.permutation(len(feature\_matrix))

feature\_matrix = feature\_matrix[permutation,:]

sentiment = sentiment[permutation]

i = 0 # index of current batch

# Do a linear scan over data

for itr in xrange(max\_iter):

# Predict P(y\_i = +1|x\_i,w) using your predict\_probability() function

# Make sure to slice the i-th row of feature\_matrix with [i:i+batch\_size

          ,:]

### YOUR CODE HERE

predictions = ...

# Compute indicator value for (y\_i = +1)

# Make sure to slice the i-th entry with [i:i+batch\_size]

### YOUR CODE HERE

indicator = ...

# Compute the errors as indicator - predictions

errors = indicator - predictions

for j in xrange(len(coefficients)): # loop over each coefficient

# Recall that feature\_matrix[:,j] is the feature column associated

              with coefficients[j]

# Compute the derivative for coefficients[j] and save it to

              derivative.

# Make sure to slice the i-th row of feature\_matrix with [i:i

              +batch\_size,j]

### YOUR CODE HERE

derivative = ...

# Compute the product of the step size, the derivative, and

# the \*\*normalization constant\*\* (1./batch\_size)

### YOUR CODE HERE

coefficients[j] += ...

# Checking whether log likelihood is increasing

# Print the log likelihood over the \*current batch\*

lp = compute\_avg\_log\_likelihood(feature\_matrix[i:i+batch\_size,:],

          sentiment[i:i+batch\_size],

coefficients)

log\_likelihood\_all.append(lp)

if itr <= 15 or (itr <= 1000 and itr % 100 == 0) or (itr <= 10000 and

          itr % 1000 == 0) \

or itr % 10000 == 0 or itr == max\_iter-1:

data\_size = len(feature\_matrix)

print 'Iteration %\*d: Average log likelihood (of data points [%0\*d

              :%0\*d]) = %.8f' % \

(int(np.ceil(np.log10(max\_iter))), itr, \

int(np.ceil(np.log10(data\_size))), i, \

int(np.ceil(np.log10(data\_size))), i+batch\_size, lp)

# if we made a complete pass over data, shuffle and restart

i += batch\_size

if i+batch\_size > len(feature\_matrix):

permutation = np.random.permutation(len(feature\_matrix))

feature\_matrix = feature\_matrix[permutation,:]

sentiment = sentiment[permutation]

i = 0

# We return the list of log likelihoods for plotting purposes.

return coefficients, log\_likelihood\_all
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Compare convergence behavior of stochastic gradient ascent

**15.** For the remainder of the assignment, we will compare stochastic gradient ascent against batch gradient ascent. For this, we need a reference implementation of batch gradient ascent. But do we need to implement this from scratch?

**Quiz Question:** For what value of batch size B above is the stochastic gradient ascent function **logistic\_regression\_SG** act as a standard gradient ascent algorithm?

Running gradient ascent using the stochastic gradient ascent implementation

**16.** Instead of implementing batch gradient ascent separately, we save time by re-using the stochastic gradient ascent function we just wrote — **to perform gradient ascent**, it suffices to set **batch\_size** to the number of data points in the training data. Yes, we did answer above the quiz question for you, but that is an important point to remember in the future :)

**Small Caveat**. The batch gradient ascent implementation here is slightly different than the one in the earlier assignments, as we now normalize the gradient update rule.

We now **run stochastic gradient ascent** over the **feature\_matrix\_train** for 10 iterations using:

* **initial\_coefficients** = np.zeros(194)
* **step\_size** = 5e-1
* **batch\_size** = 1
* **max\_iter** = 10

**Quiz Question**. When you set batch\_size = 1, as each iteration passes, how does the average log likelihood in the batch change?

**17.** Now run **batch gradient ascent** over the **feature\_matrix\_train** for 200 iterations using:

* **initial\_coefficients** = np.zeros(194)
* **step\_size** = 5e-1
* **batch\_size** = number of rows in **feature\_matrix\_train**
* **max\_iter** = 200

**Quiz Question**. When you set batch\_size = len(train\_data), as each iteration passes, how does the average log likelihood in the batch change?

Make "passes" over the dataset

**18.** To make a fair comparison betweeen stochastic gradient ascent and batch gradient ascent, we measure the average log likelihood as a function of the number of passes (defined as follows):

[# of passes]=

[# of data points touched so far]

[size of dataset]

**Quiz Question** Suppose that we run stochastic gradient ascent with a batch size of 100. How many gradient updates are performed at the end of two passes over a dataset consisting of 50000 data points?

Log likelihood plots for stochastic gradient ascent

**19.** With the terminology in mind, let us run stochastic gradient ascent for 10 passes. We will use

* **step\_size**=1e-1
* **batch\_size**=100
* **initial\_coefficients** set to all zeros.

**20.** Write yourself a function to generate a plot of the average log likelihood as a function of the number of passes. The function should accept the following parameters:

* **log\_likelihood\_all**, the list of average log likelihood over time
* **len\_data**, number of data points in the training set
* **batch\_size**, size of each mini-batch
* **smoothing\_window**, a parameter for computing moving averages

The function should first compute [moving averages](https://en.wikipedia.org/wiki/Moving_average) of **log\_likelihood\_all**. To do this efficiently, convolve **log\_likelihood\_all** with the vector of length **smoothing\_window** that is filled with the value **1/smoothing\_window**.

The function then plot the moving averages over the number of passes over the data. Use **len\_data** and **batch\_size** to convert iteration number of (fractional) number of passes.

Using matplotlib, the plot-making function would be as follows:

\_\_

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

import matplotlib.pyplot as plt

%matplotlib inline

def make\_plot(log\_likelihood\_all, len\_data, batch\_size, smoothing\_window=1,

  label=''):

plt.rcParams.update({'figure.figsize': (9,5)})

log\_likelihood\_all\_ma = np.convolve(np.array(log\_likelihood\_all), \

np.ones((smoothing\_window

                                        ,))/smoothing\_window, mode='valid')

plt.plot(np.array(range(smoothing\_window-1, len(log\_likelihood\_all)))\*float

      (batch\_size)/len\_data,

log\_likelihood\_all\_ma, linewidth=4.0, label=label)

plt.rcParams.update({'font.size': 16})

plt.tight\_layout()

plt.xlabel('# of passes over data')

plt.ylabel('Average log likelihood per data point')

plt.legend(loc='lower right', prop={'size':14})
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The resulting plot should look like one of the two figures below:
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Stochastic gradient ascent vs batch gradient ascent

**21.** To compare convergence rates for stochastic gradient ascent with batch gradient ascent, we call **make\_plot**() multiple times.

We are comparing:

* **stochastic gradient ascent**: step\_size = 0.1, batch\_size=100
* **batch gradient ascent**: step\_size = 0.5, batch\_size=[# rows in feature\_matrix\_train]

Write code to run stochastic gradient ascent for 200 passes using:

* **step\_size**=1e-1
* **batch\_size**=100
* **initial\_coefficients** set to all zeros.

For batch gradient ascent, use the results obtained from #17.

**22.** We compare the convergence of stochastic gradient ascent and batch gradient ascent by calling the **make\_plot** function. Apply smoothing with **smoothing\_window**=30.

**Quiz Question**: In the figure above, how many passes does batch gradient ascent need to achieve a similar log likelihood as stochastic gradient ascent?

Explore the effects of step sizes on stochastic gradient ascent

**23.** In previous sections, we chose step sizes for you. In practice, it helps to know how to choose good step sizes yourself.

To start, we explore a wide range of step sizes that are equally spaced in the log space. Run stochastic gradient ascent with **step\_size** set to 1e-4, 1e-3, 1e-2, 1e-1, 1e0, 1e1, and 1e2. Use

* **initial\_coefficients**=np.zeros(194)
* **batch\_size**=100
* **max\_iter** initialized so as to run 10 passes over the data.

Plotting the log likelihood as a function of passes for each step size

**24.** Now, we will plot the change in log likelihood using the make\_plot for each of the following values of step\_size:

* **step\_size** = 1e-4
* **step\_size** = 1e-3
* **step\_size** = 1e-2
* **step\_size** = 1e-1
* **step\_size** = 1e0
* **step\_size** = 1e1
* **step\_size** = 1e2

For consistency, use **smoothing\_window**=30.

**Quiz Question**: Which of the following is the worst step size? Pick the step size that results in the lowest log likelihood in the end.

**Quiz Question**: Which of the following is the best step size? Pick the step size that results in the highest log likelihood in the end.